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THE JAVASCRIPT FUNCTIONAL FEATURES AND RELATED ISSUES
The popularity of the Javascript programming language for server-side programming has increased tremendously over the past decade. With the spread and growing popularity of various Javascript-based frameworks, such as Node.js, JavaScript has become the most popular languages for web-programming, with its focus shifted from client-side web development towards server-side and general-purpose applications, such as databases, desktop, mobile or IoT applications. During its evolution, Javascript absorbed some essential concepts of the functional programming paradigm. Here is a short list of functional features in Javascript:
1. Functions in JavaScript are first-class objects. They may be treated in the same way as any other objects. Functions in JavaScript can be values of variables, passed as arguments to other functions, and behave like any other objects in the language.

2. In JavaScript, objects can be used to create data structures similar to lists or arrays. They provide the ability to store data and access data using keys. However, using traditional-style arrays formed using square brackets is a more common and convenient way to work with sequences of elements in JavaScript.

3. Currying is a functional programming technique that allows you to convert a function with several arguments into a sequence of functions with one argument. Currying allows you to partially (sequentially) apply arguments and create new functions based on the original function. This can be useful in many situations, including function composition and creating reusable functions.

4. Anonymous functions in JavaScript can be created without declaration and assignment to a variable. Anonymous functions are often used as arguments to other functions or to create functions on the fly. Anonymous functions are widely used in JavaScript for event handling, callbacks, asynchronous operations, and other programming scenarios.

5. Closures allow functions to retain access to external scope variables, even after the execution of that scope has finished. Closures occur when a function is defined within another function and has access to the variables of that outer function. Closures allow you to create private variables, create functions with fixed contexts, and save function state between calls. They are often used in functional programming, event handling, asynchronous code, and other scenarios where you need to store state and access variables.

6. Objects introspection. In JavaScript, there is an opportunity to inspect the internal structure of objects in runtime, obtaining information about their types, properties and methods. Various methods and properties can be used for this, such as typeof, instanceof, Object.keys(), Object.getOwnPropertyNames(), Object.getPrototypeOf(), Object.hasOwnProperty() etc.
7. Mechanism of prototypes and dynamic type change. In JavaScript, every object has a prototype that defines the set of properties and methods available to that object. When a property or a method is not found directly on an object, JavaScript automatically looks for it in that object's prototype, as well as in the prototype's prototype, forming a prototype chain. This mechanism allows you to dynamically change the type of objects, add or change the properties and methods of an object or one of its generating prototypes. This mechanism also allows you to use the concept of classes and inheritance by creating objects with a specific prototype using the "new" keyword and a constructor function. With these capabilities, JavaScript provides flexibility and the ability to dynamically change objects, and provides powerful mechanisms for prototyping, inheritance, and polymorphism.
Additional features that must be considered in connection with the functional aspects of Javascript programming are: exception handling, including the ability to access the exception object whose properties contain information about the error that occurred; automatic type coercion, which occurs when performing operations between values of different types: arrow functions, which is a syntactic abbreviation for defining functions.
Important issues in any kind of programming are code verification, code testing and ensuring its performance. Javascript developers use in practice static and runtime verification, as well as conformance testing (e.g. Test262 – the official ECMAScript Conformance Test Suite). Modern testing frameworks allow, for example, to generate monitors that allow to observe all runtime values and events that are required in order to verify the correctness of the application behaviour [1].
Functionally aware Javascript code requires adaptation of the test frameworks and testing methods, since the approach to code execution in the functional paradigm is significantly different from the imperative one. An expedient approach may be the so-called Concolic testing, or dynamic symbolic execution [2, 3], which is a hybrid software verification technique that performs symbolic execution, treating program variables as symbolic variables, along with a "concrete" testing performed on particular inputs. This would allow to trace possible problems with allocation and memory leaks. The use of functional paradigm in Javascript can also affect the performance of the application, which can significantly depend on the way functions are interpreted and processed, as well as data types [4].
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